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The American National Standards Institute (ANSI) committee X3J2, charged with developing a standard for the BASIC programming language, held its first meeting in January 1974. We’re now well into the eighties and still we have no published standard. Why so long? The standardization process is at best slow and cumbersome, but need it be this slow? After all, standards for FORTRAN, COBOL, and PL/I have been around for a while. Half of the short answer is that the X3J2 committee has produced in eight years two standards: the “draft,” which is the subject of this article, and Minimal BASIC, which appeared in 1978 (see reference 1). (Minimal BASIC has not caught on because the rapid development of chip technology has made its modest capabilities obsolete.) The other half of the short answer is that BASIC was changing drastically while the committee was trying to standardize it. In other words, BASIC has been a moving target.

BASIC got its start as a simple language designed to make life easier for the nonexpert programmer. But what started out as a simple language with no more than a dozen different statements dealing only with numbers has grown into a diverse language with many statements capable of handling numbers, strings, arrays, files, and plotting. Single-letter and letter-digit variable names have grown to multi-character variable names. Simple GOTOs and IF...THENs have evolved into the famous constructs of structured programming. Each vendor has developed its own formats and rules for these extensions so that present versions of BASIC differ widely as to form and content.

At long last, the diverging paths are being brought together in the new proposed standard for BASIC. The standard includes structured constructs, a “MAT” (matrix) package, formatted output, subprograms that can be made independent, files, exception handling, and optional sections on graphics, sophisticated file structures, real time, fixed decimal arithmetic, and editing. (Details appear later in this article.) The example in listing 1 illustrates a few of the highlights of standard BASIC: multi-character identifiers, subprograms, and several of the structured constructs.

The standard is currently (early 1982) under technical committee mail ballot, which will assert (if it passes) that the technical development of the standard has been completed. The next major milestone is a public-review period conducted by ANSI’s X3 committee, which supervises the making of all computer-related standards in the United States. Further steps, which usually take several years to complete, will follow before the standard becomes ANSI official, but these are formalities that have little likelihood of changing the content of the standard.

The standard will mainly benefit the educational world. Programs published in magazines such as BYTE may eventually be in standard BASIC rather than in some variation. Textbooks containing programs won’t have to be written specifically for a particular brand or model of computer. Finally, programs written in standard BASIC will be easier to transport and distribute.

Difficulties with Standardization

Developing a standard for BASIC has been difficult because the language serves such a diverse clientele.

Educational users tend to work on mini- and microcomputers. They desire a language that is easy to learn and is not cluttered with declarations or excessive structure. They would be satisfied with fairly simple file systems.
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Listing 1: This program incorporates many of the new features of the proposed draft standard for BASIC.

100 Program CRAPS
110 !
120 ! A simple program in standard BASIC
130 !
140 ! Plays N games of craps
150 !
160 ! Read n
170 Data 10
180 !
190 For i = 1 to n
200 Call DICE (Total)
210 Print "You rolled a "; Total
220 Select Total
230 Case 7, 11
240 Print "You win."
250 Case 2, 3, 12
260 Print "You lose."
270 Case else
280 Print "which is your point."
290 Do
300 Call DICE (Newtotal)
310 Print Newtotal,
320 Loop until Newtotal = 7 or Newtotal = Total
330 If Newtotal = 7
340 Then
350 Print "You lose."
360 Else
370 Print "You win."
380 End if
390 End select
400 Next i
410 !
420 End
430 !
440 !
450 Sub DICE(Sum)
460 !
470 ! Roll two dice and add them up
480 !
490 Let d1 = Int(6*Rnd + 1)
500 Let d2 = Int(6*Rnd + 1)
510 Let Sum = d1 + d2
520 !
530 Sub end

Another group of users includes those with large machines or with access to large machines. These users want a rich, compiler-based language. They want to construct subroutine libraries of independently compiled subprograms. This group also wishes to write interactive programs that process strings of characters, something that FORTRAN and COBOL don’t do easily. (PL/I allows string processing, but it’s not accessible in many interactive environments.) Pascal does not offer what these users want either; it is too pristine.

A third group of users wishes to do business and financial calculations using BASIC. Such use is extensive partly because many of the early financial applications were written in BASIC. In Europe, BASIC is the primary business data-processing language for small computers. This group wants formatted output, accurate dollars-and-cents calculations, and access to record-structured files. Few suitable alternatives exist for these users on small machines.

What Most BASICS Are Like

Present-day BASICS, including the current version of the draft standard, reflect most of the goals of the original version of BASIC. For example, most BASICS avoid declaration of variables, with the notable exception that many, including the draft...
SOMEDAY... in the comfort of your own home or office, you'll be able to shop and bank electronically, read instantly updated major newswires, analyze the performance of a stock that interests you, send electronic mail to business associates across the country, then play Bridge with your best friend in San Francisco and two strangers in Chicago and Dallas.

WELCOME TO SOMEDAY

Someday is today with the CompuServe Information Service. All this and more can be accessed with a local phone call in most major U.S. cities. For hardware you need a terminal or personal computer and a modem. The CompuServe Information Service costs only $5.00 per hour, billed in minute increments to your charge card.


CompuServe

PHN0E 1 FILLS THE VOID IN DATA COMMUNICATION

Powerful Z-80® communications software tools are now available. Fill the void between your microcomputer and mainframe.

Z-80 is a registered trademark of Zilog.

Timetable for Approval

This article is the first public presentation of the main features of the standard now in preparation. The X3J2 committee will shortly send its proposed standard to the parent committee X3. X3 will then establish a public-comment period during which copies of the proposed standard will be available. The public is then invited to examine the standard, point out flaws, or propose modifications. Individual computer users and user groups should be on the lookout for the public-comment period and respond with suggestions or comments.

We also hope that the trade and academic press will examine the standard when it becomes available and draw comparisons between it and other popular versions of BASIC. The X3J2 committee doesn't really expect all vendors to implement all that is in the standard. But we hope that what vendors do implement will be compatible with the standard.

The schedule of events in the near future for the standard is:

Late July 1982: Confirm the technical review, possibly make last-minute changes.

Fall 1982: Transmit the standard to X3 for further processing. At this point, the standard will be virtually stable, and vendors and users can begin to count on its features. Subsequent processing of the standard is largely formal, although it is possible to change the standard when there is a significant public aversion to some feature in the standard.

Late 1982 or early 1983: Public comment period and letter ballot within X3.

1983: Transmit to ANSI for still further processing.

1983: Final approval by ANSI.

As with any best-laid plans, unforeseen problems can only cause delays. The above schedule is therefore optimistic. On the other hand, the technical content of the standard is not likely to change after the fall of 1982. Implementers should be able to plan new compilers and interpreters with confidence at that time.
standard, require declaration of arrays (lists and tables). In most BASICs, variables are typed implicitly, according to some special symbol. Thus, string variables have the dollar sign ($) in their name. This convention limits the number of different types of variables, because there aren't many special characters left. Some argue that this is good, not bad.

It is still true that a small job requires only a small program. Some BASICs even allow omitting the END statement. A language that lacks declarations and excessive structure lends itself more readily to interpreters. For these, a simple computation requires but a single statement. If you want to add 2 and 2, the single direct statement:

```
PRINT 2 + 2
```

will work. Try this in Pascal or FORTRAN!

Because a user can get by with a minimum of syntax rules and structure, BASIC is easy for novices to learn. Perhaps even more important, it is easy for occasional users to remember. I know teachers who use the computer only twice a year but who can remember what to do without having to check the manual.

The Proposed Standard

The standard will of course embrace most of simple BASIC or Minimal BASIC. (ANSI Minimal BASIC is similar to the earliest versions of BASIC. It includes the REM, LET, INPUT, PRINT, READ, RESTORE, DATA, DIM, FOR, NEXT, IF... THEN, line number, GOSUB, GOTO, RETURN, ON...GOTO, RANDOMIZE, single-line DEF, STOP, and END statements. It lacks string lists, files, plotting, etc. ANSI Minimal BASIC is quite minimal!) BASIC extends Minimal BASIC in a number of ways, for example, by allowing multicharacter variable names. It also includes features completely missing from Minimal BASIC, such as graphical output and real time. Incidentally, the committee elected to use the name BASIC for this standard. It had used the terms "Extended BASIC" and "Enhanced BASIC," but it dropped the modifiers, thus allowing their use by vendors later.

The standard is written so as to define standard-conforming programs. Any program that is written according to the rules of the standard is standard-conforming. A standard-conforming implementation (interpreter or compiler) is one that will correctly process a standard-conforming program. A standard-conforming implementation may offer extensions, provided that all standard-conforming programs will continue to be correctly processed. This point is important in order to understand some of the choices made by the committee.

Actually, the standard will consist of a core module plus five optional modules: enhanced files (direct access and keyed); graphics; real time; fixed decimal (for business users); and editing.

I'll now give a section-by-section summary of the features of the proposed standard.

Data Types

BASIC includes variables and constants of type numeric and string. Numeric is, of course, single precision. The standard will not specify other types, such as integer or double precision, both of which have been requested by part of the user community. It will provide fixed decimal but only as an option. The reason for not including other types is that BASIC serves many masters—large machines, small machines, microcomputers, interpreters, compilers, education, business—making the choice of data types difficult. As it is, vendors can enhance their own versions of the standard BASIC with whatever additional data types are needed by their users. Of course, programs written to take advantage of such data types will not be standard-conforming and might not be transportable.
for comments, BASIC will allow online comments using the exclamation point (!).

Identifiers
It did not take the committee long to vote for multicharacter variable names. Up to 31 characters (letters, digits, and underlines, starting with a letter) are permitted for variable and function names, with the trailing dollar sign for string-variables counting. Despite the obvious advantages over old-fashioned BASIC variable names, multicharacter names exact their price. For instance, spaces are required around keywords (such as FOR \( N = 1 \) to \( M \) instead of \( FOR N = 1 TO M \) ), and certain words cannot be used as variable names (mainly, the names of the functions with no arguments, such as RND). The first restriction is probably a good idea anyhow. The second poses a challenge to implementers to come up with reasonable error messages when unsuspecting novice users try to assign one of these words as a variable name.

Incidentally, uppercase and lowercase may be used interchangeably for keywords, identifiers, function names, etc. Of course, the cases remain distinguishable in quoted strings, input replies, etc.

Numeric Operations
The big news is that arithmetic will be floating decimal. Thus,
\[
2.29 + 4.71 = 7.00,
\]
not 6.999999. Also:
\[
.1 + .1 + .1 + .1 + .1 + .1 + .1 + .1 = 1 \text{ exactly}
\]

Vendors may offer native arithmetic (presumably floating binary or floating hexadecimal) as an option if efficiency is an issue. But users will finally be able to carry out dollars-and-cents calculations with confidence.

Minimal BASIC provides these numeric functions: ABS, ATN, COS,
New numeric functions include ACOS, ANGLE (easier to use than ATAN for determining the angle given the base and height), ASIN, CEIL (ceiling, the opposite of INT), COSH, COT, CSC (cosecant), DATE, DEG (radians to degrees), EPS (the smallest representable positive number), FP (fractional part—the same as X-INT(X) for positive X), INF (the largest positive number), IP (integer part—the same as INT for positive values), LOG10, LOG2, MAX, MIN, MOD, PI, RAD (degrees to radians), REM (remainder—the same as MOD for positive numbers), ROUND, SEC, SINH, TANH, TIME, TRUNCATE (reduce the number of significant digits, but don’t round).

Taking a cue from the hand-held calculators, the user at his option can express angles in degrees instead of radians. Secondary school trigonometry and general math students should benefit because normally students don’t learn radian measure until they take calculus.

String Operations

The two important operations on strings are concatenation (joining two strings) and substring extraction. The former is accomplished by using the ampersand (&); the latter is achieved by following the string variable with a range enclosed in parentheses. Thus, LINE$(4:7) gives the fourth through seventh characters of the string LINE$. This substring notation can appear on the left side of a LET statement, in which case the fourth through seventh characters are replaced by whatever appears on the right side of the LET statement. The old substring functions (SEG$, MID$, LEFT$, etc.) that we have come to know and love are gone. Good riddance!

Functions whose arguments or values are strings include CHR$, DATE$, LEN, LCASE$, ORD, POS, STR$, TIMES$, UCASE$, and VAL. CHR$ and ORD are opposite, and associate a character to its numerical value. LCASE$ and UCASE$ are lowercase- and uppercase-conversion functions. DATE$ and TIME$ give the date and time as strings. STR$ and VAL are the number-string conversion functions that have been around for a while in BASIC. LEN gives the length of a string. POS searches a string for another string.

LET Statement

This brings us to a point that may disturb many. The LET in the LET statement is mandatory! One might ask why, as the option to omit it is such a common convention and a convenience to many users. The principal reason was to reduce the number of reserved words while retaining simple parsing. As it is, only the no-argument function names like RND and the words NOT, PRINT, REM, and ELSE are reserved (not allowed to be used as identifiers). This means that a user cannot write LET RND = 3. One should realize, however, that the standard actually prescribes only that standard-conforming programs may not omit the LET. Compilers and interpreters may, however, allow users to omit the LET, but they must accept the LET when it is present. Such implementations will have to be smart enough to recognize that:

**INPUT = 3**

is a LET statement and not an input statement.

Arrays

Arrays must be dimensioned in the program before use. This rule conflicts with Minimal BASIC, which allows default dimensions for lists and tables (vectors and matrices) that do not appear in DIM statements. You might wonder why we are doing away with the convenience of not having to dimension small arrays. The reason is that general identifiers are now allowed for both arrays and functions. For example, in “LET X = A(3)” the meaning of A(3) is
ambiguously because it could be either element 3 of the array A, or the function A evaluated at 3.

There are three ways out of the dilemma. First, a two-pass compiler (or interpreter that does a pre-scan) could assume that A(3) was an array and that the sales results for all of them are kept in several lists (one-dimensional arrays). Then:

\[ \text{MAT net\_sales} = \text{gross\_sales} - \text{expenses} \]

will calculate the net sales for all departments at once. (The above statement, and others like it later in the article, is intended to occupy a single line.)

Only one- and two-dimensional arrays are included in the standard, though designers of interpreters and compilers may choose to allow more.

**Logical Expressions**

Minimal BASIC allows only simple relational expressions (such as \( X = Y \)) in IF statements. BASIC allows these to be combined using AND, OR, and NOT to form logical expressions. Parentheses are allowed, in case you forget whether AND takes precedence over OR or vice versa. Whereas Minimal BASIC allows only = and < > with strings (as with IF A$ = "YES"), BASIC allows the full range of relational operators with strings. What actually happens when "IF A$ < B$" is used depends on the collating sequence. For instance, the ASCII collating sequence specifies that "B" comes before "a".

**Branching and Decision Making**

The programmer can continue to use GOTO and IF. . .THEN from Minimal BASIC. Or instead he can choose to use structured constructs now typical of almost all programming languages. Take, for instance, the IF. . .THEN. . .ELSE construct. In BASIC, this takes the form:

\[ \text{IF } <\text{logical expression}> \text{ THEN} \]
\[ \ldots \]
\[ \text{ELSE} \]
\[ \ldots \]
\[ \text{END IF} \]

Two important features of this construct are, first, the keywords that define the construct must appear at the beginning of separate lines. Thus, the ELSE and END IF cannot be obscurely buried near the end of a line. Second, the construct ends with a keyword sequence that is unique to that construct.

You can use the simple one-line IF. . .THEN. . .ELSE, which might look like this:

\[ \text{IF } x < y \text{ THEN LET } a = 3 \]
\[ \text{ELSE LET } a = 4 \]

With both forms of IF. . .THEN. . .ELSE, the programmer may omit the ELSE part.

**Looping Structures**

The FOR NEXT loop of Minimal BASIC is retained, and a new structure, the DO LOOP, is added. The loop-ending condition (or conditions) may be attached to the DO statement, the LOOP statement, or both. The loop-ending condition may be expressed either as a WHILE or as an UNTIL. The following is typical:

\[ \text{DO UNTIL } i > n \text{ OR } a$ = \text{list}\_i \]
\[ \ldots \]
\[ \text{LOOP} \]

---

**BYTEWRITER**

**DAISY WHEEL PRINTER**

**LETTER QUALITY PRINTER AND TYPEWRITER IN ONE PACKAGE**

The BYTEWRITER is a new Olivetti Praxis 30 electronic typewriter with a micro-processor controlled driver added internally.

$795 plus shipping

Dealer inquiries invited

**FEATURES**

- Underlining
- 10, 12, or 15 characters per inch switch selectable
- 2nd keyboard with foreign grammar symbols switch selectable
- Changeable type daisy wheel
- Centronics-compatible parallel input operates with TRS-80, Apple, Osborne, IBM and others
- Cartridge ribbon
- Typewriter operation with nothing to disconnect
- Service from any Olivetti dealer
- Self test program built in.

---

**BYTEWRITER**

125 NORTHVIEW RD., ITHACA, N.Y. 14850

(607) 272-1132

Praxis 30 is a trademark of Olivetti Corp.

TRS-80 is a trademark of Tandy Corp.

BYTEWRITER is a trademark of Williams Laboratories.
**THIS MONTH’S TOP TEN**

<table>
<thead>
<tr>
<th>TITLE</th>
<th>MANUFACTURER</th>
<th>LIST</th>
<th>NOW</th>
</tr>
</thead>
<tbody>
<tr>
<td>dBase II</td>
<td>Ashton-Tate</td>
<td>700.00</td>
<td>499.00</td>
</tr>
<tr>
<td>WordStar</td>
<td>MicroPro</td>
<td>495.00</td>
<td>299.00</td>
</tr>
<tr>
<td>WordStar w/MailMerge</td>
<td>MicroPro</td>
<td>645.00</td>
<td>385.00</td>
</tr>
<tr>
<td>Supercalc</td>
<td>Soricim</td>
<td>295.00</td>
<td>210.00</td>
</tr>
<tr>
<td>Pascal MT+</td>
<td>D. Research</td>
<td>475.00</td>
<td>425.00</td>
</tr>
<tr>
<td>CalcStar</td>
<td>MicroPro</td>
<td>295.00</td>
<td>185.00</td>
</tr>
<tr>
<td>CB80</td>
<td>D. Research</td>
<td>500.00</td>
<td>420.00</td>
</tr>
<tr>
<td>FMS 80 I</td>
<td></td>
<td>449.00</td>
<td>350.00</td>
</tr>
<tr>
<td>PL 1/80</td>
<td></td>
<td>500.00</td>
<td>420.00</td>
</tr>
<tr>
<td>Select w/Superspell</td>
<td>Select Info Systems</td>
<td>595.00</td>
<td>395.00</td>
</tr>
</tbody>
</table>

**MOVING UP THE CHARTS.....**

- Spellguard: ISA 295.00--225.00
- Supervy: Epic 100.00--90.00
- Spellbinder: Lexisoft 495.00--295.00
- Condor II: Condor 595.00--450.00
- Mathemagic: ISM 100.00--90.00
- Condor III: Condor 995.00--750.00

**OSBORNE OWNERS:** dBase II, Supervy, Quickscreen, Spellguard, Crossstalk, Mathemagic, and many others available for the Osborne I at our advertised prices!

**GREAT HARDWARE BUYS!**

- **C. ITOH 6500 PROWRITER** Amazing 120 CPS printer with graphics, logic seeking, frictiondefactor & more. Parallel 8500 List $795.00          $515.00          $650.00
- **C. ITOH F10 STARWRITER** Daisy-wheel Printer-incredible 40 CPS printer with all the features of Diablo, NEC, and Qume, at half the price! Parallel (Centronics interface unit) List $1995.00          $1475.00          $1475.00
- **F10 Tractor Feed Option:** List $325          $250.00
- **2K Buffer Option** CALL
- **Features Upgrade Option** CALL
- **SMITH-CORONA TP4** Daisy-wheel printer-Letter quality printing at an unbelievable price! 120 WPM, parallel or serial interface (specify). List $895.00          $750.00

**PRINTER ACCESSORY PACKAGES:**
- **Apple II package:** Complete package to interface with any of the above printers—includes cable and interface card. CALL $120.00
- **Osborne Package:** Osborne cable to interface to any of the above printers: CALL $40.00
- **Other interface packages available for TRS-80, IBM, Xerox, Apple III, etc.** CALL

**HAYES SMARTMODEM-List $279.00**          $230.00

**NEW SIGNALMAN MARK I** direct-connect modem

- Auto Answer, WRS-232 cable! CALL $99.95

Call for similar savings on ZENITH, ALTOS, OKIDATA, HAYES, NORTHSTAR, TELEVIDEO, NEC, XEROX, ANADEX, QUME, XCOMP, IDS, CENTRONICS, AMDEX, NAVATION, SARVO, EPSON...

**MORE SOFTWARE HITS**

<table>
<thead>
<tr>
<th>ART. INTELLIGENCE</th>
<th>FRIENDS SFW.</th>
<th>MICRO-AP</th>
<th>MICROSOFT</th>
<th>STD. MICROSOYS</th>
</tr>
</thead>
<tbody>
<tr>
<td>Dental</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Medical</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Medical</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Medical</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Medical</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Medical</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Medical</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Medical</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Medical</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Medical</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Medical</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Medical</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**ECODOFT** Micropro: Micropro 250.00 Werdsearch 175.00

**FIN. PLAN. ASSOC.** MARK OF UNICORN

**MAC** Mini 375.00 Mince 275.00 Crossword 148.00

**FOX & GELLER** Scrabble 148.00 Compiler 310.00

**Quickscreen** 140.00 Beth 245.00

**This is just a sample of the CP/M software available from DATASOURCE. Call us for great savings on the package you’re looking for. APPLE TOO! We carry many of these items in Apple CP/M format. CALL!**

**ORDER/TECHNICAL HOTLINE:** 1-612-944-7907

**ORDERING INFORMATION:**
- **MAIL ORDERS:** Cashier’s check or money order. Change cards add 3%. Shipping $3.00 per software item, 2% per hardware item. Michigan residents add 5% sales tax. Pricing and availability subject to change. Prices are mail order only.
- **DATA SOURCE IS A DIVISION OF DATA SOURCE SYSTEMS CORPORATION. CP/M IS A REGISTERED TRADEMARK OF DIGITAL RESEARCH CORPORATION.**

**DataSource Systems**

**P.O. BOX 39007 MINNEAPOLIS, MN 55435 1-612-944-7907**

---

In addition, a **DO LOOP** may be exited with an **EXIT LOOP** statement. Whenever such a statement appears in the body of a loop, the next statement executed will be the one following the first LOOP statement encountered. The following example is typical:

**DO**

**PRINT** "Input an integer ";

**PRINT** "between 1 and 7";

**INPUT x**

**IF 0 < x AND x < 7 AND**

**x = INT(x) THEN EXIT DO**

**PRINT** "Bad number; reenter" **LOOP**

The **EXIT DO** gets you out of a **DO LOOP.** Similarly, an **EXIT FOR** gets you out of a **FOR NEXT** loop. The previous example of the **DO LOOP** for searching a string list could also be written:

**FOR i = 1 TO n**

**IF a[i] = list$(i) THEN EXIT FOR NEXT i**

Exit statements are also provided for multiline defined functions and subprograms.

**Multiway Selection**

A **SELECT** construct allows choosing one of many alternatives. The following example illustrates some of its features:

**SELECT DICE**

**CASE 7, 11**

**PRINT “Win”**

**CASE 2, 3, 12**

**PRINT “Lose”**

**CASE ELSE**

**PRINT “Roll again”**

**END SELECT**

**Functions, Subprograms, and Chaining**

Minimal **BASIC** gives us two simple methods for program modularization—single-line defined functions and subroutines (of the **GOSUB RETURN** type). **BASIC** adds three methods: multiple-line defined func-
tions, subprograms, and the ability to chain. Multiple-line defined functions begin with a DEF statement and end with an END DEF statement. In between, there can be any code, but there should be at least one LET statement having the name of the function on the left side.

Subprograms are external to the main program and to each other. Their internal variables are thus local to them, in contrast with defined functions, which can access all variables in the program unit in which they are defined. Parameters of subprograms can be numeric, string, array (of either type), or a channel-setter (which refers to a file, which I'll discuss later). Because input to and output from subprograms is through the calling sequence only, subprograms can be separately compiled (on those systems that provide compiling) and collected into libraries.

Multiple-line defined functions may also be made external to the program, so they can be collected into libraries. In this use, they start with the keyword FUNCTION instead of DEF and end with END FUNCTION.

A CHAIN statement allows a program to stop and start running some other program, which could be in a different language. Information may be passed to the chained-to program through an argument list that works the same as with defined functions. That is, arguments may be numeric or string expressions or arrays, and they are called "by value." The corresponding parameters in the chained-to program follow the keyword PROGRAM.

Input and Output

The READ and DATA statements work as they do in Minimal BASIC. String data can be quoted, in which
A Smaller Alternative.

Need a quick, easy way to talk to a computer? Here's a hand-held, fully portable terminal that gives instant access to any ASCII transmitting data system with an RS232 interface. It's the revolutionary G.R. Electronics Pocket Terminal.

The silent, solid-state terminal has a 40-key, positive click-response keyboard. From its 32-character internal memory it displays eight bright 16-segment LED characters through a one-line window.

You may select from two alternate display modes. Entries may be in any format required, and all memory data can be edited as desired. Miniature switches allow selection of these options: Single or dual drop bits • Parity bit SET/RESET/EVEN/ODD • 300/110 baud transmission rates • Control code response ENABLE/DISABLE.

- Compact, Lightweight, Fully Portable
- 40 Multi-Function Keys
- 32-Character Memory
- Format-Controllable Input & Output
- Memory/Display Editing
- Large Eight-Char. LED Display Readable from 6 ft. Distance
- Full 128-Char. ASCII Transmit/Receive
- Two Selectable Transmission Rates

if the string includes all characters between the quote marks including possible leading and trailing spaces. If the string data contain no leading or trailing spaces, commas, or quote marks, they may be unquoted.

The INPUT statement works as in Minimal BASIC. Inputting an entire line without regard to commas and leading and trailing spaces is done with the LINE INPUT statement.

Input-prompt strings other than the "?" can be provided. In addition, timeout control can be added. The following example is typical:

```
INPUT PROMPT "Answer = ", TIMEOUT 5, ELAPSED t: answer
```

As in Minimal BASIC, PRINT statements may use the comma to move to the next print zone, the semicolon to stay where you are, and the TAB function to move to a specified columnar position. BASIC provides, in addition, a PRINT USING statement for more elaborate output formatting. The image, which is like a picture of the eventual printed line, can be contained in a string or in an IMAGE statement referred to by its line number. The alternate forms of the PRINT USING statement are:

```
PRINT USING format$: . . .
or
PRINT USING 100: . . .
```

Array input and output are also included. Variable amounts of input can be received by the statement:

```
MAT INPUT A(?)
```

Files

BASIC provides for four types of file organization: sequential, stream, relative, and keyed. Sequential files consist of records that must be accessed sequentially. Stream files consist simply of a stream of values and must also be accessed sequentially. Relative files are sometimes called random-access files; they probably will exist on disks. Keyed files are accessed not by record number but by some key.
Three types of records are described: display, internal, and native. Display records are produced by PRINT statements—strings of characters ending in a carriage return—feed. Internal records contain values described: display, internal, and native. Format files, as numbers must be converted to strings of characters on output and from strings of characters back to numbers on subsequent input.

Of the 12 combinations of file organization and record type, only 3 are required in the core standard: sequential-display, sequential-internal, and stream-internal. Five other combinations are defined as possible enhancements. The remaining 4 are not defined by the standard, which leaves open the possibility that some implementations may use them.

The OPEN statement associates a channel-setter of the form "#13" to a file whose name is given. Ways are provided to find out if a file exists, and if it does, what its attributes are. The CLOSE statement closes a file. The ERASE statement erases the contents of a file and leaves it of zero length. Two examples:

```plaintext
OPEN #infil: NAME "Myfile", ACCESS INPUT, ORGANIZATION SEQUENTIAL
OPEN #3: NAME "filename"
```

In the second example, it is assumed that the organization is sequential; the record-type, display; and the access, "outin" (both input and output). PRINT and INPUT are used to pass information to and from sequential-display files, just about the way they work for the terminal. READ and WRITE are used to communicate with all three file types. Display files can thus be accessed by both PRINT and INPUT, and READ and WRITE.

Native-format files are accessed through "templates" and are provided for possible access to COBOL files.

**Exception Handling**

The construct for intercepting exceptions (situations during execution that usually cause the program to terminate) is:

```plaintext
WHEN EXCEPTION IN
  USE
  END WHEN
```

The following simple example can be used to protect against an invalid VAL argument:

```plaintext
LET flag = 0
WHEN EXCEPTION IN
  LET x = VAL(a$)
  USE
  PRINT "Bad number; reenter"
  LET flag = 1
END WHEN
```

**JANUS**

Now You Can Have JANUS On Your System.

**JANUS** is a subset of the famous ADA language developed by the U. S. Department of Defense. JANUS includes all of the most useful features of PASCAL, plus many useful enhancements. Enhancements found in no other microprocessor programming language. For example, JANUS includes true Modular programming, where the computer, rather than the user, remembers what modules are being used.

**JANUS** doesn’t forget error handling, either. JANUS helps you with full error messages—no more looking up error numbers in a manual. At run time, JANUS gives you the line number of the error, and a full walkback including subprogram names.

**JANUS is available on the following systems:**
- IBM Personal Computer
- TRS-80 Model II (CP/M)
- North Star (CP/M)
- All CP/M 8" Disk Systems
- Seattle Computer 8086
- Apple Softcard

**You too can take a step forward into the future.**

8086 or Z80, CP/M (requires 56K memory) — $300.00
8086/8088, CP/M-86 or MS-DOS (requires 64K memory) — $400.00

**JANUS** is supplied on IBM formatted, single density 8" floppy disks, North Star DD, Apple Softcard; IBM Personal Computer and other formats are available.

PR Software
P.O. BOX 1512 MADISON, WISCONSIN 53701

the language that is based on the past but looks to the uses of the future.

Specialists in state of the art programming
(608) 244-6436
The USE part is invoked when any exception whatsoever occurs during the WHEN part. In the previous example, it is almost true that only one kind of exception is possible. The printed error message will thus be correct most of the time. The programmer may double-check by using the EXTYPE function, which returns the coded number of the exception. For the example above, the EXTYPE value is 4001. Some 144 exceptions are defined and coded in the standard.

A CAUSE statement can force any particular exception.

More elaborate exception handlers may be constructed. For such purposes there are the RETRY, CONTINUE, and EXIT HANDLER statements and the EXLINE function. RETRY sends control to the start of the line in which the exception occurred, CONTINUE sends control to the line following that in which the exception occurred, while EXLINE has as its value the line number of the line in which the exception occurred. There is also a CAUSE statement that can force any particular exception to occur; a programmer can use the cause statement to check his exception-handling code.

Graphics

The language includes statements to carry out simple plotting. The basic plotting statement is PLOT. It can be used to plot dots or straight lines. As examples:

PLOT X, Y
PLOT X1, Y1; X2, Y2
PLOT

If the beam is off, the first plots a dot at (X, Y), and the second draws a line from (X1, Y1) to (X2, Y2). If the beam is on, the first and second also draw a line from the previous point to (X, Y) or (X1, Y1), respectively. The third turns the beam off (lifts the pen) if it's on and does nothing if the beam is off.
ReformaTTer conversion software lets you read and write IBM 3740 diskettes* on your CP/M or MP/M system.

ReformaTTer is ideal for CP/M users who want:
- Access to large system data bases
- Distributed data processing
- Offline program development
- Database conversion

With ReformaTTer, you have the ability to:
- Bidirectionally transfer complete files between CP/M and IBM
- Automatically handle ASCII/EBCDIC code conversion
- Display and alter IBM 3740 directory and data

Enjoy the same advantages of mainframe access that other ReformaTTer users have. Customers like Upjohn, M&M/Mars, The United Nations, Arthur Young & Co., Sandia Labs, FMC Corp., and Stanford University all use ReformaTTer. So can you.

Other versions of ReformaTTer conversion software include:
- CP/M → DEC (RT 11)
- TRSDOS Mod. II → CP/M
- TRSDOS Mod. II → DEC (RT 11)

Order ReformaTTer today for only $249.

*IBM 3740 basic data exchange format. ReformaTTer requires one 8" floppy drive.

Listing 2: A graphics program written in the proposed draft form of standard BASIC.

100 Town
110
120 Draws a picture of a town
130
140 Naming the type of plotter is implementation-defined
150
160 Window 0, 0, 3
170
180 Plot Town
190
200 End
210
220 Picture Town
230
240 For i = 1 to 2
250 For j = 1 to 3
260 Plot House with scale(.5) + shift(i,j)
270 Next j
280 Next i
290
300 End picture
310
320 Picture House
330
340 Plot 0.0; 0.1; 1.1; .5,1.5; 0.1; 0.0
350
360 End picture

The points to be plotted are given in user coordinates, which are specified with a WINDOW statement. The programmer may specify the physical size of the screen to be used, arrange to CLIP the picture, SET the color and line style, and use the ASK statement to find out about the current status of these quantities. The GRAPHIC INPUT and GRAPHIC PRINT statements provide text input and output. Polygon fill can be accomplished by:

```
MAT FILL POLYGON
```

Complicated pictures may be built from simple ones with PICs, which are like subprograms. They are invoked with the PLOT statement (rather than with the CALL statement). As they are plotted, transformations of various types may be made. These include SHIFT, SCALE, ROTATE, and SHEAR, and combinations thereof.

Listing 2 is a complete program for drawing a picture of a town.

Real Time

Most BASIC users would be surprised to learn that BASIC is one of the important languages for real-time applications, such as industrial-process control. The reason is that it is simple and can be provided easily on the small machines used in such applications. Standard BASIC will include optional features, such as parallel sections and definitions of device interfaces, to permit this use. This work grew out of earlier work sponsored by the IEEE in developing a standard for CAMAC (Computer Automated Measurement and Control) BASIC.

A real-time program consists of parallel sections, each of which is an independent program unit with respect to line numbers and identifiers. Each parallel section can receive input from and send output to any device specified and can exchange messages with other parallel sections. A section can become dor-
How Standards Are Written

One characteristic of standards work is that major points are usually settled easily, while seemingly minor points may take years to resolve. A classic example is the "option base controversy" in the X3J2 committee.

Most early versions of BASIC allowed default dimensioning of arrays. That is, in the absence of a DIM statement, the subscripts of an array (list or table) could range up to a value of 10. Some BASICs required the lower bound 0, while others specified it to be 1. The committee argued long and hard over this one. Each time we voted, we tied. The OPTION BASE compromise eventually emerged. The rule is this: if OPTION BASE = 0 appears in the program, the lower bound for all subscripts is 0; if OPTION BASE = 1 appears, the lower bound is 1; if neither appears, then by default the lower bound is 0.

Few members of X3J2 really liked this compromise, but the committee supported it in the interests of getting out the standard for Minimal BASIC. Subsequent efforts to remove this feature failed, for the same reason.

In a radical shift, the committee decided, five years later, to allow users to specify lower bounds for individual arrays in dimension statements. Thus, "DIM YEAR(1970:1980)" would create a list named "YEAR" having 11 elements identified with the numbers 1970, 1971, ... 1980. If no lower bound is specified, it is assumed to be 1. Both sides now have their wish, but it took more than five years to achieve it.

Logistics

Meetings of standards committees are held near where the members work, and members take turns hosting meetings. Since 1974, X3J2 has met 30 times. Ten of these meetings have been in the East, nine in the Midwest and South, and eight in the Far West. Because we are developing the standard jointly with ECMA (European Computer Manufacturers Association) TC21, we hold joint meetings yearly, alternating between the United States and Europe. Three of these meetings have been held in Europe.

Rotating meeting sites is required. Often we have to choose between alternate sites based on, for example, availability and cost of accommodations. But one factor we always consider very carefully is food. Whatever site we choose must have good restaurants. Thus we're fortunate that 20 percent of the X3J2 membership works in the San Francisco area. In Europe, the ECMA TC21 members work in or near London, Paris, and Venice. I don't know what we would have done had computer companies located themselves in remote areas that offered no culinary delights.

By and large, the membership of X3J2 has been stable. Representatives from large companies sometimes change, and some members change employers. But, for the most part, the members have known each other and worked together for years. This leads to occasional amusing incidents.

In the early days of the committee, before individualized T-shirts became the fad, one member stood up to speak but instead doffed his shirt to reveal his custom T-shirt that had the words "BASIC Standard" on the front and "Strings Subco" on the back. We now take our special T-shirts for granted, but that one brought down the house.

Another member was amused to discover a brand of toilet paper called "Basic"; he presented this as an exhibit to illustrate the then-current status of the standard.

More recently, a member of long standing appeared at a meeting carrying a large plastic goose. When the discussion deteriorated (who can be brilliant for six hours a day all week long?), the goose would appear on the table.
mant upon reaching a WAIT statement and be awakened when some specified event or condition has occurred. Within a parallel section, all the usual BASIC statements may be used, including subprograms. Of course, there must be a supervisor program behind the scenes that attends to all message passing and scheduling.

As with BASIC in general, an example program that illustrates all of the features of real-time BASIC would be prohibitively long. Just a hint can be gotten from this simple example:

```
320 PARACT RIG1
330 WAIT TIME 17*60*60
340 PRINT "Time to go home."
350 END PARACT
```

This parallel section will "hang" until 61,200 seconds have passed since midnight; it will then "wake up," print the message, and then loop back to the WAIT statement until 5 p.m. the next day.

**Fixed Decimal**

An optional fixed-decimal module allows programmers to specify that all numeric variables and expressions be fixed decimal. Of use to data-processing programs, it can be invoked by an option statement. For instance:

```
OPTION ARITHMETIC FIXED*8.2
```

specifies that fixed-decimal arithmetic is to be used and that all variables (except those declared otherwise) must permit eight digits before the decimal point and two digits after.

Individual variables may be declared to have precisions other than those prescribed in the OPTION ARITHMETIC statement by using the DECLARE statement. For instance:

```
DECLARE NUMERIC national_debt*15.2
```

would allow values up to a penny less than 1 quadrillion dollars.

**Editing**

Although legally not part of the standard, an optional module will suggest forms to be used for the editing operations often associated with BASIC programs. These include LIST, EXTRACT, DELETE, and RENUMBER.

**Summary**

For several years now, BASIC has been the de facto standard-programming language for small computers (and in Europe, for business computers as well). Finally, the de facto standard is about to become standardized. Far from holding back innovation, the proposed draft standard will be a major force in keeping software up to pace with hardware advances in the eighties.

---
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